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Preface

The 5th APSCE International Conference on Computational Thinking and STEM Education
2021 (CTE-STEM 2021) is organized by the Asia-Pacific Society for Computers in Education
(APSCE). CTE-STEM 2021 is hosted by the National Institute of Education, Nanyang
Technological University (NIE/NTU). This conference continues from the success of the
previous four international Computational Thinking conferences organised by the Education
University of Hong Kong (EdUHK) and JC@Coolthink in Hong Kong. In addition to
Computational Thinking, we will be expanding the conference to invite STEM researchers and
practitioners to share their findings, processes and outcomes in the context of computing
education or computational thinking.

CTE-STEM 2021 is a forum for worldwide sharing of ideas as well as dissemination of findings
and outcomes on the implementation of computational thinking and STEM development. The
conference will comprise keynote speeches, invited speeches, panel discussions, workshops
and paper presentations. All accepted papers will be published in ISSN-coded proceedings.

The International Teachers Forum is organized for teaching practitioners to share their
practices in teaching Computational Thinking, Computing and STEM in the classroom. We
believe bringing all these would create enriching experiences for educators and researchers to
share, learn and innovate approaches to learning through Computational Thinking and STEM
education. This year, teachers can participate in Lightning Talks to share ideas about teaching
and learning CT.

The Students Forum (BuildingBloCS) is organized by students, for students. It is Singapore’s
annual Computing education outreach programme. Started back in 2017, it is not only a
national computing education outreach programme, but also a platform for leadership
development, innovation programme, EVIA (Education & Values In Action) and student-
friendly social network. We have been very encouraged by the strong support given by
Ministry of Education (Singapore) and many other community and industry partners.

On behalf of APSCE and the Conference Organizing Committee, we would like to express
our gratitude towards all speakers, panelists, as well as paper presenters for their contribution
to the success of CTE-STEM 2021.

We sincerely hope everyone enjoys and get inspired from CTE-STEM 2021.

With Best Wishes,
Professor LOOI, Chee-Kit A/P WADHWA, Bimlesh  Professor DAGIENE, Valentina

Conference Chair, Conference Co-Chair, Conference Co-Chair,
CTE-STEM 2021 CTE-STEM 2021 CTE-STEM 2021

National Institute of Education  National University of Vilnius University, Lithuania
Nanyang Technological Singapore, Singapore

University, Singapore



Main Theme and Sub-themes

“Computational Thinking and STEM Education” is the main theme of CTE-STEM 2021
which aims to keep abreast of the latest development of how to facilitate students’
computational thinking abilities and STEM development, in the context of computing
education or computational thinking. The conference also aims to disseminate findings and
outcomes on the implementation of CT development in school and STEM education. There
are 19 sub-themes under CTE-STEM 2021, namely:

Computational Thinking and Coding Education in K-12
Computational Thinking and Unplugged Activities in K-12
Computational Thinking and Subject Learning and Teaching in K-12
Computational Thinking and Teacher Development
Computational Thinking and IoT

Computational Thinking and STEM/STEAM Education
Computational Thinking and Data Science

Computational Thinking and Artificial Intelligence Education
Computational Thinking Development in Higher Education
Computational Thinking and Special Education Needs
Computational Thinking and Evaluation

Computational Thinking and Non-formal Learning
Computational Thinking and Psychological Studies
Computational Thinking in Educational Policy

STEM Learning in the Classroom

STEM Activities in Informal Contexts

STEM Education Policies

STEM Pedagogies and Curriculum

STEM Teacher Education and Professional Development



Paper Submissions to CTE-STEM 2021

The conference received a total of 47 submissions (29 full papers, 14 short papers and 4 poster
papers) by 116 authors from 21 countries/regions (see Table 1)

Table 1: Distribution of Paper Submissions for CTE-STEM 2021

Country/ Region No. of Authors Country/Region No. of Authors
Canada 4 Lithuania 2
China 19 Malaysia 5
Cyprus 1 Mexico 4
Estonia 1 Netherlands 1
Finland 4 Peru 2
Greece 2 Singapore 11
Germany 2 Spain 1
Hong Kong 14 Sweden 5
India 4 Taiwan 9
Italy 4 United States 18
Japan 3 Total 116

The International Programme Committee (IPC) is formed by 74 members and 13 co-chairs
worldwide. Each paper with author identification anonymous was reviewed by at least three
IPC Members or co-chairs. Meta-reviewers then made recommendation on the acceptance of
papers based on IPC Members’ reviews. With the comprehensive review process, 35

accepted papers are presented (10 full papers, 15 short papers and 10 poster papers) (see

Table 2) at the conference.

Table 2: Paper Presented at CTE-STEM 2021

Sub-themes

Fu

1

Paper

Short | Poster
Paper | Paper

Total

K-12

Computational Thinking and Coding Education in

2

1 2

12

Computational Thinking and Unplugged Activities in K-

0

0 1

Teaching in K-12

Computational Thinking and Subject Learning and

Computational Thinking and Teacher Development

Computational Thinking and IoT

Computational Thinking and STEM/STEAM Education

Computational Thinking and Data Science

Education

Computational Thinking and Artificial Intelligence

o |Io oo

S|Io|o ||
SN~ OO

SN[

Education

Computational Thinking Development in Higher

\S}
—_

I

Computational Thinking and Special Education Needs

Computational Thinking and Evaluation

Computational Thinking and Non-formal Learning

Computational Thinking and Psychological Studies

Computational Thinking in Educational Policy

SO |—|O

SOOI
SO IC|Io|O

O | = DN = =




Sub-themes Full Short | Poster | Total
Paper | Paper | Paper

STEM Learning in the Classroom 0 3 0 3

STEM Activities in Informal Contexts 0 1 0 1

STEM Education Policies 0 1 0 1

STEM Pedagogies and Curriculum 0 2 1 3

STEM Teacher Education and Professional Development 0 0 2 2
Total 10 15 10 35
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Exploring the Effectiveness of Pair Programming in Developing Students’
Computational Thinking SKkills through Scratch

Wee Meng Frankie LEOW!, Wendy HUANG?
"Bedok Green Secondary School, Singapore
National Institute of Education, Nanyang Technological University, Singapore
leow _wee meng_frankie@moe.edu.sg, wendy.huang@nie.edu.sg

ABSTRACT

Pair programming (PP) is a useful strategy to promote
computational thinking (CT) among students. Studies have
shown that PP under appropriate conditions can enhance
student achievement and increase their motivation in
learning programming. Furthermore, studies have also
shown that Scratch, a graphical block-based programming
language, enables student learning in programming to
become more interesting, more challenging and more
creative. This study explored the effectiveness of PP in
developing students” CT skills through Scratch in a
Singapore secondary school. The findings suggest that PP
is more effective than the solo programming, both
in supporting and enhancing students’ learning
and understanding of basic programming concepts and CT
skills, as well as on improving students’ motivation
toward programming. Limitations of this study and
implications for teaching are also discussed.

KEYWORDS

Pair Programming, Scratch, Computational
Computer Applications, K-12

Thinking,

1. INTRODUCTION

To nurture students to be future-ready and contribute
effectively in an increasingly complex and interconnected
world shaped by computer technologies, the Singapore
Ministry of Education (MOE) has strengthened digital
literacy among students through the Smart Nation Initiative
(Smart Nation, 2014) and the National Digital Literacy
Programme (MOE, 2020). As developing computational
capabilities is one of the key enablers for these national
initiatives, secondary schools and junior colleges computer
education curriculum were also revised to introduce
computational thinking (CT) and its related concepts such as
abstraction, algorithmic thinking and decomposition to
students through programming in subjects such as Computer
Applications (CPA) and O-Level Computing (MOE, 2017,
2019). Secondary students who took CPA are introduced to
programming at secondary two through Scratch 2.0
(Scratch), a graphical block-based programming language,
using Scratch editor.

The secondary two CPA students in a typical public co-
educational school (it is called “School A” in this paper)
initially learned Scratch through solo programming. While
students worked independently to complete the Scratch
projects, the teachers observed that students struggled to
correctly apply the knowledge they have learned to create
the projects and got frustrated as a result when the codes did
not work as intended. Students may know the function of
each graphical block but they did not know how to combine
those blocks in order to produce valid and correct

programs. Students also faced difficulties in the use of
variables, operators blocks, event blocks and blocks
that encapsulate other blocks (e.g. loops). For example,
students commonly have misconceptions regarding
variable initialisation and loop conditions during the
creation of their scratch projects. Hence, despite the ease in
using Scratch to learn programming, many students tend to
find programming difficult to learn and get frustrated when
they are unable to get their programs to work as intended
(Choo et al., 2017; Rahmat et al., 2012).

To explore the effectiveness of PP in developing
students’ CT skills and in motivating students to learn
programming through Scratch, the secondary two CPA
students in School A attended three PP lessons. This
study explored the effectiveness of pair programming
(PP) in developing students’ CT skills, measured by their
learning achievement in PP. The study focused on
answering the following research questions:

1. What is the effectiveness of PP in developing students’
CT skills through Scratch?

2. How motivated are students to learn programming
through Scratch when using PP?

2. LITERATURE REVIEW

2.1 Pair Programming

PP involves two people working side by side each other at
one computer and collaborate closely to create a program.
One acts as the driver who is responsible for controlling the
shared resources (e.g., computer, mouse, keyboard) and
actively involved in the programming task such as using the
mouse to input the codes. The other acts as the navigator who
is responsible for observing the driver’s work and providing
support by pointing out errors in the codes and/or offering
suggestions on how to solve a problem (Williams & Kessler,
2002). During the program completion process, the driver
and navigator roles are switched after a period of time
(Williams & Kessler, 2002).

Studies have shown that students regularly perform better
with PP than with solo programming in CT (Lye & Koh,
2014; Werner & Denning, 2009). Paired students were more
likely to hand in solutions for their programming tasks that
were of higher quality than students who programmed
independently (McDowell et al., 2002). Furthermore,
various studies have also shown that PP can

(1) improve individual programming skills (Braught, Eby, &
Wahls, 2008; Cliburn, 2003) and (2) reduces frustration
experienced by novice programmers, increases their
satisfaction, enjoyment; and promote positive attitudes in
programming in them (Bishop-Clark, Courte, Evans, &
Howard, 2006; Preston, 2005).
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2.2, Computational Thinking

During programming, students are exposed to CT. Wing
(2017, p. 8) defines CT as the “thought processes involved
in formulating a problem and expressing the solution(s) in
ways that a computer—human or machine—can effectively
carry out.” The “computer” here refers to an information
processing agent that can be a human or a computer, or a
combination of both. Selby (2014) further elaborates that CT
as cognitive processes, involves thinking in abstractions,
algorithmically and in terms of decomposition,
generalization and evaluation. Binkley et al. (2012) and
Yadav et al. (2014) also posit that CT has the potential to
foster creativity and problem-solving skills among students.
Hence, CT is not just about problem formulation, but also
about problem solving where students are encouraged to
think in new ways to come up with solutions. Therefore, CT
equips and empowers the students with knowledge, skills
and programming competencies to move beyond being
consumers of technology to becoming creative thinkers and
problem-solvers in a tech-driven world.

3. METHODS

3.1 Participants

The participants were 40 secondary two CPA students in
School A. They were introduced to Scratch prior to the PP
lessons and had some basic knowledge and skills about
Scratch programming. 12 students were female and 28
students were male.

3.2 The Learning Platform: Scratch

Scratch is a graphical block-based programming language
suitable for students to learn programming because of its low
floor (easy for novice programmers to get started), high
ceiling (opportunities for expert programmers to create
complex projects) and wide walls (supporting different types
of projects that grow out of the programmers’ own interests
and learning profiles) (Resnick et al., 2009). Studies have
shown that using Scratch improves students’ motivation in
learning programming (Ouahbi et al., 2015) and
understanding of basic programming concepts (Saez-Lopez
et al., 2016).

Figure 1. Scratch user interface

Writing a program is done by dragging and dropping the
graphical Scratch blocks to connect them to each other
vertically. These blocks are color-coded and grouped into
different categories based on their functions (e.g., event
blocks, control blocks), thereby allowing programmers to
see the relationship between the different blocks easily.

Accordingly, students can create programs, which in Scratch
are called projects, such as stories, animations, games,
simulations, songs, etc. by connecting the blocks in the
correct sequence. Figure 1 shows the Scratch user interface
while Figure 2 shows an example of a program written using
Scratch blocks.

RV It is getting dark  B{GTY 9 secs

Figure 2. Example of a program written using Scratch
blocks

3.3 Procedure

Prior to the intervention, students completed a solo
programming project over one hour and 30 minutes.
Thereafter, they attended three PP lessons (four hours thirty
minutes in total). In each PP lesson, students shared one
computer to work through the scenario, design and develop
their Scratch project, with one driving (controlling the mouse
and keyboard) and the other navigating (checking for errors
and bugs, and providing support and feedback). The pairs
must switch their roles every 10 minutes during PP.

Pairs were assigned based on student choice. All students
chose a same-gender classmate to work with for all the three
PP lessons. There was a total of 6 pairs of girls and 14 pairs
of boys. However, for each subsequent lesson, every student
was required to choose a new partner.

After students reviewed earlier lessons on Scratch
programming, they were introduced to the Scratch project
that they need to complete and the rubrics for the project as
well as PP and the accompanying PP expectations. Table 1
further shows a summary of the activities for each PP lesson.

3.4. The Scratch Programming Projects

Over the three classes, students were given two
programming projects to assess their programming
knowledge and capability during PP. They consisted of
students’ choice of two semi-open projects with a defined
outcome and an undefined process (see Table 2) and were to
be completed by the paired students within lesson one (for
PP project 1) and within lessons two and three (for PP project
2).

3.5. Data collection

In this paper, data was collected during PP by observing
students’ behaviors and interactions (including the questions
asked by students when seeking help, frequency of seeking
help from teachers, and verbatim comments by students
during PP) as they designed, coded and implemented their
Scratch projects. We observed how students applied CT
skills such as evaluation when they encountered bugs and
algorithmic  thinking ~ when  conceptualising  and
implementing the projects. We also examined these projects
based on the rubrics and compared
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their scores with the Scratch projects done earlier through
solo programming.

Table 1. Sample PP lesson

Lesson | Time/min Description of lesson activities

onto blocks to collect stars.

Game 3: A mouse appears at the start of the maze
and it is supposed to find the cheese. A cat will
forever chase after the mouse.

1 5 Revision of last Scratch lesson’s

concepts.

5 Students are introduced to PP
(includes the showing of PP video in
lesson 1. But the showing of PP video
will not be implemented in lessons 2
and 3) or reminded of PP expectations
in lessons 2 and 3.

5 Students get into pairs (each pair will
need to have a different partner for
each lesson) and are introduced to the
different scenarios for the Scratch
project that they need to complete

within  the lesson  (includes
implementation details and rubrics for
this project).

10 Each pair decides on their preferred task
scenario for the project. Thereafter,
the paired students will prepare the
script and storyboard for their Scratch
project.

60 The paired students carry out PP to
complete their project and will switch
roles after every 10 minutes.

5 Summary of the concepts learned in
the lesson.

Table 2. Overview of the pair programming project

Type Project

Solo Solo Project: Two sprites having a conversation at the
basketball court, with one sprite introducing
himself/herself to and having a conversation with
the other sprite to get to know him/her better.

PP | PP Project 1: Choose 1 out of 3 scenarios

Animation 1: Two sprites having a conversation,
with one sprite sharing a riddle with his/her friend.

Animation 2: Two sprites having a conversation,
with one sprite sharing his/her favourite Korean
drama and why he/she likes this Korean drama to
his/her friend.

Animation 3: Two sprites having a conversation,
with one sprite sharing his/her favourite game that
he/she plays with his/her friend.

PP Project 2: Choose 1 out of 3 scenarios

Game 1: A cat appears and it is supposed to catch
doughnuts as they fall from the sky.

Game 2: A cat appears and it is supposed to jump

4. FINDINGS AND DISCUSSIONS

4.1. Comparison of students’ scores for solo
programming and PP

To evaluate the effectiveness of PP in developing students’
CT skills, measured by their learning achievement in PP,
paired samples t-tests were conducted to determine whether
the mean of students’ scores for PP project 1 (M=9.48,
SD=7.542) and PP project 2 (M=6.65, SD=7.150)
significantly differed from the mean of students’ scores for
solo programming task (M=5.18, SD=7.542).

A pair programming session is considered effective to
enhance students’ performance if their mean score for either
PP projects 1 or 2 is higher than their score for a similar solo
programming project and the improvement is statistically
significant. In general, students working in pairs performed
better compared to programming alone as both the mean
scores for the PP projects were higher than the mean score
for the solo programming project.

The results for the paired t-tests indicated that the difference
between PP project 1 and solo programming project was
significant, #(39)=-3.61, p<.001. Therefore, this could mean
that PP may positively affect the students’ learning
performance.

However, results for the paired t-tests showed that the
difference between PP project 2 and solo programming
project was not significant, #(39)=-1.30, p>0.001. It may be
caused by three possible reasons.

Firstly, it may be due to the increasing difficulty on PP
project 2, which was a Scratch game in contrast to a Scratch
animation in PP project 1. Studies have shown that task
complexity influences the effectiveness of PP and in turn,
student learning (Hannay et. al., 2010).

Secondly, it may be due to a change in partners in PP project
2. Factors that had been identified to influence the effects of
PP include partners’ personalities and temperaments
(Hannay et al., 2010; Katira et al., 2004); and social factors
such as gender, partnership and culture (Zhong, Wang, &
Chen, 2016). As students had to change partners, this meant
that they may be paired with a less desirable partner and
therefore, having compatibility of pairs issues and resulted
in lower motivation to persevere and complete the project. In
this case, as the pairs were of the same gender, the social
factor that is likely to contribute to the insignificant
difference between PP project 2 and solo programming
project is partnership between the pairs being affected by the
partners’ personalities and temperaments.

Thirdly, it may be due to the partner’s skills, knowledge and
experiences (Hannay et al., 2010; Lui & Chan, 2006). For
example, if a low progress student is paired with another low
progress student, the improvement in the learning
achievement for both students may not be as
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greater as the learning achievement of a pair that consists of
a high progress student and a low progress student. In the
latter, the high progress student will gain more knowledge
and competencies in the CT skills since each time he/she
teaches, he/she re-learns the materials while the low progress
student will benefit from peer teaching. Therefore, PP can be
beneficial even when partners bring different levels of prior
programming experience, but the improvement in learning
achievement may not always be the same for both partners.
This suggests that when students work with a partner who
has relatively more experience, they can still learn.

It can be therefore stated that PP may positively affect the
students’ academic performance. Results of these analyses
are shown in Table 3.

Table 3. Results of paired t-tests for the different tasks

and reflect. his/her reasoning.
Driver  becomes
convinced and|
makes the changes,
then test the

game/animation.

Off-task One partner insistg
the other change the
sequence of
codes and nog
reason was given
The other ignoreg

partner.

Partner makes
decisions that
disregard/dismisses
the other partner’s
input, without any
explanation. Or
driver is
programming while
Navigator is not
tracking what is
happening on
monitor (e.g., leave
the computer
station).

Comparisons Mean t df Sig
between difference
tasks
Solo  project 4.30 -3.61 39 0.0087
vs PP project
1
Solo  project 1.48 -1.30 39 0.1997
vs PP project
"
4.2, Teachers’ Observations of Students’ Behaviors

and Interactions during PP
We observed three categories of pair behaviors during the
completion of the projects: collaborative, exploratory and
off-task. Pairs engaged collaboratively when they interact
verbally and non-verbally to share their thoughts and ideas
during the creation of their projects, and willingly switches
roles after each 10 minutes interval. Exploratory behavior

goes beyond students engaging collaboratively. Pairs
constructively challenge each other’s thoughts, ideas and
programming decisions. On the other hand, off-task
behavior involves pairs or individual student within the pairs
being disengaged and holds up the programming process.
For example, pairs engage in verbal or non-verbal exchanges
not about their Scratch project or programming. Further
description and examples are shown in Table 4.

Table 4. Pair behaviors during game interaction

Majority of the pairs did not engage in planning during the
10 minutes designated for the planning of the script and
drawing of the storyboard. Instead, they engaged directly
with Scratch Editor to plan and input the Scratch blocks for
their projects. To further explore what PP looks like, we
analysed the distribution of specific pair behaviors by gender
pairs that were happening most of the time during the
creation of the two PP projects. While collaborative behavior
was the most common across pairs; a few pairs spent their
time in off-task or exploratory behavior. The results are
shown in Table 5.

Table 5. Distribution of pair behaviors by gender pairs
most of the time while completing PP projects 1 and 2

Category of pair Gender pair
behavior Girl-girl Boy-boy
Collaborative 4 10
Exploratory 1 2
Off-task 1 2

Category Description Example

Collaborative | Partner gives and | Driver adds certain
receives suggestions, | blocks of codes;
ask questions and | Navigator  offers
responds by carrying | comments that
out the suggestions. identify ertors;
Switches roles | Driver makes the
willingly. changes.

Exploratory | Pair listens and | Navigator spots
engages errors and offers
constructively suggestions; Driver
around suggestions. | disagrees and
Verbalises  reasons | navigator explains

We observed that during PP, students took the initiative to
ask the teachers questions on whether their suggested codes
are workable or whether their sequence of algorithmic
thinking or of decomposition is correct. This contrasted with
solo programming when more students either gave up or
asked the teachers what are the codes to input in order to
complete the solo project.

Furthermore, while most pairs spent most of their time in
collaborative behavior, we observed that most female pairs
spent proportionally more time on collaborative behavior
and a smaller proportion of their time in exploratory
behavior, while some male pairs spent a greater proportion
of their time in exploratory and off-task behaviors. This
suggests that gender can be an issue in PP context.
Although studies showed that males tend to be more
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assertive in their views and focus on independence (Leaper
& Smith, 2004); and females try to avoid conflict and seek
support, consensus and suggestions (Sullivan et. al., 2015),
the issue of gender in PP in secondary school context needs
further exploration.

The findings showed that students behaviors and interactions
varied across pairs, and differences could be due to the level
of confidence (either individually or as a pair) in completing
the projects based on their knowledge and skills in Scratch
programming. Furthermore, the findings also showed that
majority of the students were more motivated to learn and
engage in programming through Scratch while doing PP.
Overall, the result of this paper is consistent with other
studies that PP could reduce frustration experienced,
enhance student enjoyment, and promote positive attitudes
in programming ((Bishop-Clark et al., 2006; McDowell et
al., 2002; Preston, 2005).

5. LIMITATIONS

The findings in this paper are limited in several ways. First,
we did not measure the quality of the relationship between
partners as a factor affecting the students’ behaviors and
interactions during PP. Studies have shown that one partner
can dominate the interactions (Deitrick, Shapiro, & Gravel,
2016). Second, we did not measure the class collaborative
culture and the extent to which collaboration supported PP.
Future work involving rich observational data could help
describe the classroom culture regarding collaboration.
Third, we did not have mixed gender pairing of students of
which may have yielded additional insight into pair
behaviors. Lastly, we did not investigate the time factor:
period of switching roles. The period of switching roles in
this study was a fixed time interval of 10 minutes. We did
not investigate whether if fixing a longer time interval of

15 to 20 minutes or having pairs switched their roles
according to their own needs as and when they chose, would
help in the learning of CT skills and achievement. This
would provide additional insights on the effect of period of
switching roles in PP on student learning.

6. CONCLUSION AND IMPLICATIONS
FOR TEACHING

Overall, our findings suggest that students who programmed
with a partner learned more than when they programmed
alone. PP also seemed to motivate students to acquire CT
skills. Hence, our finding supports prior studies that show
the benefits of PP for learning and provide some detail on
the factors that relate to those benefits.

The findings in this paper also have implications for
teaching. Firstly, the findings can help teachers understand
what PP looks like in a secondary school classroom and the
different variability in how pairs interact. Therefore,
teachers must plan to create effective pairs. When pairs
possess different levels of experience of programming
knowledge and skills, both students will benefit, but in
different ways. However, it is disadvantageous to pair
students possessing very different attitudes toward
collaboration together. For example, having a partner who
prefers to programme alone can undermine the more
collaborative student’s learning and lead to pair behaviors

that hold up the progress of their Scratch project completion.

Future research can examine the period of switching roles
between the driver and the navigator and how this impacts
the learning of CT skills and motivation in learning
programming through Scratch. Additional research is needed
in order to determine the extent to which the quality of the
relationship between partners affects the students’ behaviors
and interactions during PP, and in turn their learning
achievement in programming.
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ABSTRACT

Numerous attempts have been made to apply coding games
in computational thinking (CT) education, and using log
data to explore CT learning is an emerging field. This paper
explored the acquirement of CT concepts (sequences, loops,
and conditionals) by primary and secondary school students
who used a digital coding game called Coding Galaxy. It
aims to investigate (1) whether secondary school students
outperform primary school students, and (2) whether
playing easy game missions is a scaffold for completing hard
missions. Participants (N=188) were sampled from local
schools in Hong Kong. Students were divided into three
groups (A, B, C). Primary school students constituted Group
A and B, while Group C consisted of secondary school
students. Group A was assigned with only hard missions
while easy missions were locked, whereas Group B and C
were given access to both easy and hard missions. Data were
extracted from students’ log files, and 6599 records were
analyzed using learning analytics techniques. Students’
performance was evaluated based on game achievements
and the effort they made to get the achievement. The results
indicate that (1) students performed best in sequences,
followed by loops and conditionals; (2) While secondary
students shared the same pattern with primary students
regarding the difficulty of acquiring CT concepts, secondary
students performed better; and (3) While Group A shared
similar game achievements with Group B, Group B made
less effort in getting the achievements, indicating that easy
missions can scaffold hard missions. The implications of the
findings to various educational stakeholders are discussed.

KEYWORDS

Computational thinking, K-12 education, game-based
learning, log data, learning analytics

1. INTRODUCTION

Computational thinking (CT) has become a heated topic
since 2006 when Jeanette Wing proposed the term as “an
approach to solving problems, designing systems, and
understanding human behavior, by drawing on the concepts
fundamental to computer science” (Wing, 2006, p. 33).
Later in 2014, Wing further gave a more descriptive
definition, stating that CT involves “formulating a problem
and expressing its solution(s) in such a way that a
computer-human or machine-can effectively carry out”
(Wing, 2014, p.1). Wing’s call for the importance of CT
has aroused great effort in incorporating CT into
educational practices (Martins-Pacheco et al., 2019), and
programming education has become the main context for
CT development (Grover & Pea, 2013).

Programming for young children was originated from the
term “Constructionism” (Papert, 1980) which argues that
students build knowledge more effectively when they
actively engage in creating their own projects. Papert
developed a constructionist programming environment, the
LOGO programming tool, to provide a place where
students can represent their abstract ideas through concrete
constructions (Papert 1980). With the popularity of CT
education, programming tools have become the vehicle for
numerous initiatives developed for supporting CT
education, among which visual programming tools,
represented by Scratch (Resnick et al., 2009), have widely
applied for its low complexities in programming syntax
(Zhao & Shute, 2019).

CT learning environment can be categorized regarding its
programming language and the nature of the task it
displays (Manske et al., 2019). Regrading programming
language, they can be classified into text-based
programming tools, block-based visual programming tools,
and arrow-based visual programming tools (Manske et al.,
2019; Moreno-Ledn, 2018). While text-based tools support
users to create programs in textual programming languages,
block-based programming platforms share the features of
“low floor” (easy to begin with) and “high ceiling” (allow
complex projects) (Grover & Pea, 2013). Further, to
support younger children to engage in programming
activities, arrow-based programming environment,
represented by Scratch Jr (Bers & Resnick, 2015), was
created, where representations that are analogous to objects
(eg. arrows) are used (Moreno-Ledn, 2018; Manske et al.,
2019). As for the nature of the task, CT learning
environments can be classified into open task environments
and goal-oriented environments (Manske et al., 2019). In
open task environments (eg. Scratch), users can author the
design of their projects, with the flexibility of creating their
own storyline, whereas goal-oriented platforms,
represented by digital games, impose constraints on
learning progression, providing explicit tasks for learners
to complete. (Manske et al., 2019).

For students, CT learning environments offer a playground
to practice CT skills (Lockwood & Mooney, 2017),
whereas for teachers, these tools provide a way to measure
students’ learning progression (Shute et al., 2017).
Students’ acquisition of CT concepts and skills can be
measured through evaluating their programming projects,
from which different levels of performance can be
indicated (Tang et al., 2020). Yet there are some main
concerns of this approach--the absence of an element does
not necessarily indicate that the students lack the
knowledge, while the presence of a code construct is not
always an accurate indicator of how much the students
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grasp the concept (Kurland et al., 1985; Brennan &
Resnick, 2012). To tackle these challenges, digital games
can serve as an effective tool to assess concept acquisition.
As a goal-oriented learning tool, CT games are designed
with tasks that cover certain CT concepts, and learners’
knowledge can be assessed through evaluating their
performance in solving the task.

To ensure the CT games can effectively support learning,
appropriate instructional design is critical. Instructional
design of a game refers to how the game affords players’
learning and playing (Laporte & Zaman, 2018), of which
one important dimension is the organization of learning
tasks, represented by the sequencing of the tasks
(Merriénboer & Kirschner, 2017). Thus, for the design of
CT games, it is vital to consider the sequencing of
displaying tasks of different CT concepts and the
sequencing of implementing different knowledge points for
each concept. Although there have been numerous attempts
in exploring the content taught by CT games, limited is
known about how the concepts are delivered via game
tasks (Laporte & Zaman, 2018), and studies focusing on
the sequencing of CT concepts and knowledge points
within concepts are still scarce.

This paper will introduce a case study on K-12 students
using a coding game to learn CT concepts. It aims to
explore the sequencing of concept acquisition and
knowledge points within a concept. As this is the first
paper focusing on this particular coding tool, we start by
investigating the three fundamental CT concepts, which are
sequences, loops, and conditionals. The case study takes
place in a self-regulated learning context where students
were assigned game tasks to complete at home during the
COVID-19 pandemic, involving both primary and
secondary students. Students’ knowledge acquisition of CT
concepts was assessed based on game performance, and the
results of different cohorts were compared. The study aims
to answer the following research questions:

1. How does students’ game performance characterize the
difficulty of acquiring CT concepts (sequences, loops, and
conditionals)?

2. Do primary and secondary students share the same
order of difficulty of acquiring CT concepts?

3. Is completing easy missions a scaffold for completing
hard missions?

2. METHOD
2.1. Sample

Participants were selected from local schools in Hong
Kong. A total of 188 students consented to participate in
this study, with 101 from Grade 6 in primary school (age
10-12) and 87 from Grade 2 in secondary school (age 12-

14). According to the school curriculum, these groups of
students have learned the basic CT concepts at school, so
they were expected to be able to play the coding game
under a self-regulated learning context.

2.2. Apparatus

The game adopted by this study, Coding Galaxy (CG
hereafter), is designed based on an arrow-based visual

programming language where arrows are used as
commands for players to manipulate directly. This context
is developmentally appropriate for novice learners, because
it could prevent syntax errors and have no requirement on
children’s reading skills (Bers, 2018). Each mission is a
puzzle in which the learner can control the character (an
astronaut) to solve the puzzle using simple visual
programming language. In doing so, the learner must
identify viable routes and use available commands to work
out the solution (See Figure 1). Additionally, the learners
are encouraged to use the fewest commands for the
solution in order to obtain the mission reward.

Figure 1. Coding Galaxy Puzzle Map.

The mission reward is presented as one, two, or three stars
upon finishing a mission. Three stars are awarded for the
optimal solution to the puzzle, involving correct
identification of patterns and accurate use of commands, to
achieve the destination with the fewest commands while
collecting all crystals. Two stars are awarded for partially
fulfilling these criteria. One star is awarded for those who
only solve the puzzle but fail to fulfill other criteria. Also,
there is no limit on time spent on each task, and multiple
attempts are allowed for each mission.

2.3 Research Design

Participants were divided into three groups (see Table 1).
Primary school students constituted Group A and B, while
Group C consisted of secondary school students. All the
students were assigned game chapters of sequences, loops,
and conditionals. Group A was assigned with only hard
missions while easy missions were locked on the platform,
whereas Group B and C were given access to both easy and
hard missions. All students were given two weeks to
complete the tasks. Table 2 illustrate the design of game
missions in terms of knowledge points and the mapping
with easy and hard missions respectively.

Table 1. Information of Each Group.

Grade Task

Primary school Hard missions
Primary school Easy missions,
hard missions

Easy missions,
hard missions

Group A (n=50)
Group B (n=51)

Group C (n=87)  Secondary school




Looi, C.K., Wadhwa, B., Dagiené, V., Seow, P., Kee, Y.H., & Wu, L.K. (Eds.). (2021). Proceedings of the 5" APSCE International Computational
Thinking and STEM in Education Conference 2021. Singapore: National Institute of Education.

Table 2. Map of Game Missions and Knowledge Points

CT Concept | Knowledge point Description Easy* Hard*
Sequences Simple sequence Sequence with fewer than 10 commands \
Relative position Basic spatial awareness, tracking positions to move N N
with commands
Relative direction Basic spatial awareness, imagining relative directions | N
from the view of the character
Complex sequence Sequence with more than 10 commands \
Loops Apply preset loops A loop has already been completed in the solution, N
need to put it in with other commands to complete the
whole solution.
Loop preset commands | Some commands are already in the incomplete N
solution. Complete the loop by setting the loop time
or inserting new commands.
Loop one command Solution contains loop with 1 command \ \
Loop multiple Solution contains loop with more than 1 command N
commands
Nested loops Solution contains loop within loop \
Conditionals | Add action under The condition has been preset, only need to add action | V
condition through inserting commands
Create conditional Create conditional commands through selecting right N
command conditions and inserting related commands

*easy: easy missions, assigned to Group Band C  *hard: hard missions, assigned to all groups

2.4 Data Analysis

Average number of stars

Two variables for assessing student knowledge acquisition
were defined and used for analysis, namely achievement,
and effort. Achievement refers to the average stars student
get in each game mission, and effort is reflected by the

1.82
1.59

number of attempts before achieving the highest number of 1
stars for each mission. As completion of each mission is
rewarded with three possibilities of number of stars, effort =

is presented in three dimensions, namely, 1-, 2-, and 3- star
attempts. To be more specific, if the highest achievement a
player reached in a mission is two stars, which is the third
attempt for trying, then the value of effort for this mission
is “2-star attempts equal to 3”.

sequences loops conditionals

Figure 2. Achievement of Each Concept.

Average number of attempts

Log files of each participant were extracted from the game 18
backstage, after which the dataset was processed based on
the defined variables. While achievement was calculated 16
with math formulas, data for effort was extracted with a 14
Python script. —
12 ————
3. RESULT AND DISCUSSION " ~
3.1 RQ1: How do students’ game performance 0'g
characterize the difficulty of acquiring CT concepts? sequences loops conditionals
A total of 6599 records were extracted. Students’ —e— | star —e— 2 star —o— 3 star

performance of each concept was compared. As for
achievement, students got the highest stars in sequences,
followed by loops and conditionals (see Figure 2),
indicating a growing difficulty level of the three concepts.
Yet regarding effort, the trend was mixed for three
dimensions (see Figure 3). For 1-star attempts, the same
order of difficulty was found, whereas the results of 3-star
attempts showed that players used the most attempts to get
the best solution in loops missions.

Figure 3. Effort of Each Concept.

These findings indicated that achievement and effort
reflected different trends in terms of the order of difficulty
of the three concepts. This may be explained by the order
students follow when they play the game. Since the game
missions are displayed in chapters, with each chapter
focusing on one CT concept, most students played the
game following the order of chapters, which is sequences,
loops, and conditionals, according to the timestamp from
the log files. Thus, it is likely that playing sequences and
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loops familiarized them with how to solve the puzzles,
which can be a scaffold for playing conditionals chapters
afterward.

Further, both achievement and effort indicated that
sequences is the easiest to learn while loops is
comparatively difficult. This result is in line with the
findings reported by Israel-Fishelson & Hershkovitz (2019)
who used another coding game on primary school students.
Based on indicators of the concept achievement and the
number of attempts, they demonstrated that sequences was
generally easiest for students while loops tended to be
challenging. This provides some implications for
educational practitioners who intend to teach programming
to novices. It is recommended to start with introducing the
concept of sequences, and more room for practice can be
provided when teaching loops and conditionals .

3.2 RQ2: Do primary and secondary students share the
same order of difficulty of acquiring CT concepts?

As Group B and C were assigned with the same game tasks,
the performance of the tasks generated from the groups
were compared regarding their achievement in the game
(see Figure 4). Results showed that primary students
(Group B) shared the same order of difficulty of concept
acquisition with secondary students (Group C), with
sequences as the easiest concept, followed by loops and
conditionals. Moreover, secondary students outperformed
primary students in all three concepts, with secondary
students getting more than two stars on average for each
concept, implying that the design of the arrow-based
programming language may be too easy for students
belong to this age bracket. Thus, for designers of CT
learning environments, it is suggested to consider the age
of potential users and their acceptance of different
programming languages.

Average number of stars

2.55

N

1.64

1.33
1.5 T

[y

0.5

conditionals

loops

sequences
M Primary ® Secondary

Figure 4. Achievement of Primary and Secondary students.

3.3 RQ3: Is completing easy missions a scaffold for
completing hard missions?

Students’ performance between Group A and B was
compared. Figure 5 displayed the results of game
achievement. It is indicated that the two groups performed
similarly regarding the average number of stars. Yet the
results for effort yielded different results (see Figure 6).
For each concept, Group A had a lower value in 3-star
attempts, implying that in cases where players were able to
solve the puzzles with the optimal solutions, fewer

attempts were made by those who played easy missions
beforehand. This indicates that playing easy missions could
possibly scaffold students to solve harder problems.

Average number of stars

25

1.5

sequences loops conditionals

== Group A == Group B
Figure 5. Achievement of Group A and Group B.

3-star attemps

2.5
2.04
2
1.54
15 1.39
1.34
1.24
1
1
0.5
sequences loops conditionals

== Group A == Group B

Figure 6. Effort of Group A and Group B.

These results can provide rich implications for the design
of programming games and CT learning environments.
Referring to Table 2, suggestions of the design of
programming tasks for novices are as follows.

*

For sequences, initial tasks can be designed with
solutions less than ten commands, accompanied with
come basic spacial awareness (relative position,
relative direction), after which more complex
sequence tasks can be introduced.

For loops (see Figure 7), learners can be exposed to
applying preset loops in the tasks first where they can
test how loops work. Also, loop preset commands can
be used to support novices. This can be reached by
giving the access to modifying a preset loop in terms
of either setting loop times or inserting new
commands inside a loop. This would help learners get
a deeper understanding of how loops can be applied
through trials and errors. After these warming-up
tasks, students can be given the opportunity to try
creating loop commands from single loops to nested
loops. These designs click with the model of “use-
modify-create” proposed by Lee et al. (2011) for
supporting the design of CT practical activities. The
model suggests a learning progression to lead students
to go from user to modifier to creator of programming
projects (Grover & Pea, 2013), and it has been
successfully applied in many CT learning platforms
(eg. Zhao & Shute, 2019).
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1. Apply Preset Loops 3. Loop Preset Commands: Insert Commands

Figure 7. Designs for Loops Tasks for Novices.

*  As for conditionals (see Figure 8), designers can start
with offering a conditional command with a preset
condition where players can add actions by inserting
commands. This can reduce the cognitive load caused
by choosing the right condition. In addition, to expose
students to learning how to implement the right
condition, some choices of conditions can be offered
first. After these practices, learners can be introduced
to tasks that require creating conditional commands
from scratch.

- (:)Loop ‘_

2. Loop Preset Commands: Set Loop Time

Good crystal

Can go left

Can go right

Can't go forward

1. Add Action Under a Condition 2. Choose the Correct Condition

Figure 8. Designs for Conditional Tasks for Novices.
4. CONCLUSION

This paper presented a case study on how students
performed in a programming game in a self-regulated
learning context during the COVID-19 pandemic. Results
indicated that sequences was the easiest concept to acquire,
while loops and conditionals were comparatively
challenging, suggesting that instructors can provide more
support when teaching these two concepts to novices.
While primary and secondary students displayed the same
order of difficulty in acquiring the three concepts
secondary students outperformed primary counterparts,
with an average of more than two stars throughout the
game, which indicates that arrow-based programming
language may be too easy for secondary students. Plus,
those who played both easy missions and hard missions
used less effort to achieve the same performance compared
to those who only had access to hard missions, implying
that some scaffolding task designs (eg. apply preset loops)
may lay a foundation for more challenging tasks (eg.
nested loops). Suggestions for CT game design for the
concept of sequences, loops, and conditionals were given,
which were elaborated with examples.

Limitations of the study are as follows. First, since playing
the game was not a compulsory assignment for these
students, it is likely that students’ motivation to complete
these tasks was driven by their interest in programming.
Thus, the results of performance may be more positive than
the reality, as those who were capable of completing the
tasks were probably more motivated to do so. For future
research, it is suggested that external forces (eg. rewards)

can be imposed to encourage more students to get involved.
Second, the background information we collected from
secondary students may not be enough to explain their
higher performance than primary students. As the
information was collected from their current secondary
schools, how much they have learned before entering their
current schools was unknown. Therefore, age may not be
the only factor that resulted in the difference in
performance. It would be more comprehensive if the
difference can also be explained from their previous
programming experience. For future research about CT
knowledge acquisition, it is recommended to collect
information about students’ prior programming knowledge
and extracurricular programming experience.
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ABSTRACT

Computational thinking has become a necessary skill for
students in the 21st century. Programming teaching is an
effective way to cultivate computational thinking. However,
programming is difficult and boring for some students. In
this paper, it is explored whether game-based Scratch
programming improves students’ computational thinking
and programming self-efficacy. In addition, the paper also
explores whether individual differences of students affect
computational thinking. The results showed that game-
based Scratch programming could effectively improve the
computational thinking skills, especially logical thinking.
Secondly, playing Scratch games could improve students'
programming self-efficacy. Finally, it was found that
students' preference for games and computer operation
skills would not affect the effect of programming games to
cultivate computational thinking.

KEYWORDS

computational  thinking, game-based programming,
Scratch, self-efficacy, secondary vocational students

1. INTRODUCTION

Under the wave of artificial intelligence, computational
thinking, as a key ability of individuals in the artificial
intelligence society, has been paid attention to and has
become a necessary skill for students in the 21st century. In
recent years, the cultivation of computational thinking has
been incorporated into the instructional framework of
information technology and other courses. For example, the
UK has implemented a complete set of computational
thinking courses in all disciplines, including computer
science, information technology and digital literacy
(Brown, Sentance, Crick, & Humphreys,2014). Besides,
computational thinking has been set up in the primary and
secondary school courses as one of its national instructional
courses in Australia (Falkner, Vivian, & Falkner,2014).

Computer programming education was introduced into the
basic education more and more. The research found that the
computer teaching content of secondary vocational school
is single and traditional. Most of them stay in the teaching
of basic computer operation and common office software,
even though the computer major has been added Python or
other programming language. Due to the difficulty and
dullness of programming itself and the lack of basic
computer knowledge of secondary vocational students,
many students have a fear of programming. Therefore, the
training effect of computational thinking is not satisfactory.

Prensky (2003) pointed out that the mode of integrating
entertainment and teaching was really suitable for
teenagers. Game-based programming teaching can make
abstract problems vivid and let students master the use of

basic sentences of programming language in the process of
accomplishing practical tasks. In this process, students can
improve their programming ability and computational
thinking ability. In addition, it combines game elements and
game scenes, so it can help students be more interested and
motivated to complete programming tasks. As a graphical
programming software, Scratch programming has become a
powerful tool for game-based learning due to its
modularity, interactivity, entertainment. Therefore, this
paper attempts to apply Scratch programming game to
secondary vocational students to improve their
computational thinking ability and programming self-
efficacy. = Combined  with  students' personality
characteristics, such as students' preference for the games
and computer operation skills, this study puts forward the
following research questions:

(1) Can game-based Scratch programming significantly
improve computational thinking? If so, which sub
dimensions would be improved?

(2) Can game-based Scratch programming significantly
improve programming self-efficacy?

(3) Will individual differences such as students' preference
for games and computer operation skills affect the effect of
cultivating computational thinking?

2. CONCEPTS AND DIMENSIONS OF
COMPUTATIONAL THINKING

In 2006, Professor Wing first proposed the concept of
computational thinking (referred to as "CT"). She explained
that computational thinking is a series of thinking activities
covering the breadth of computer science, such as problem
solving, system design, and human behavior understanding,
using the basic concepts of computer science (Wing,2006).
There are many definitions about the dimensions of
computational  thinking. International Society for
Technology in Education and Computer Science Teachers
Association defined computational thinking as abstraction,
algorithm design, automation, data representation, data
collection and data analysis (ISTE & CSTA ,2011); Shute,
Sun, & Asbell- Clarke (2017) defined computational
thinking as parallelism, algorithm thinking, problem
decomposition, debugging, iteration and generalization.
There is also a widely used way of classification. Romero,
Lepage, & Lille (2017) divided computational thinking into
five  aspects: algorithmic  thinking,  abstraction,
decomposition, evaluation and generalization. In addition,
Brennan & Resnick (2012) defined computational thinking
as consisting of computational concepts, practices, and
perspectives from the perspective of practical activities,
which is also a highly operational definition in the
cultivation of computational thinking. Among them,
concepts refer to the concepts used in programming,
including: sequences, loops, events, parallelism,
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conditions, operators and data. Practices refer to the
behaviors carried out when creating a programming project,
including: increment and iteration, testing and debugging,
reuse and mixing, abstraction and modularity. Perspectives
refer to the understanding of oneself, the relationship with
others and the surrounding technological world, including
expression, connection and query.

3. COMPUTATIONAL THINKING AND
GAME-BASED PROGRAMMING

The earliest game programming language is logo language,
followed by Scratch, Hopscotch, Code Combat, APP
Inventor, Switch Playgrounds and so on. Based on the
unique advantages of game programming, it is often used in
the basic teaching of computational thinking. For example,
the Greek researcher used the educational game Run Marco
to teach basic programming concepts in primary school. The
results showed that the use of educational games can help
students understand basic programming concepts, and
students also showed strong enthusiasm in using this game
(Giannakoulas & Xinogalos,2018). P. Rose, Habgood, &
Jay (2020) developed a game based on Scratch
programming called "Pirate Pluser". It was found that
playing games can enhance the understanding of program
abstraction for children aged 10-11 effectively.
Furthermore, integrating Scratch into classroom activities
has been shown to improve students' attitudes towards
coding and computer programming (Korkmaz,2016). In
addition to video games, plug-in games are also a good
choice. For example, the board game code monkey is
developed for 8-year-old and above players. Players move
the monkey pattern on the board to the destination by
applying the computing concept. The game aims at helping
players learn computational concepts, such as conditional,
loops, boolean operators, logical operators, etc. In fact, in
order to make the game successful, players need to
decompose the problem to get the solution plan. Then via
testing various plans in the system, players find the most
effective strategy to overcome the challenge of the game.
Therefore, the game needs a series of skills, such as problem
decomposition, system testing and debugging, which are
also important parts of CT. In addition, Jiang & Huang
(2019) constructed a framework of children's programming
game based on the cultivation of computational thinking in
their research, which corresponded the steps of using
computer to solve problems with the game elements.
Combined with the dimensions of computational thinking,
the relationship among the dimensions of computational
thinking and game elements can correspond as shown in
Table 1.

Table 1. Correspondence between CT and programming
game elements

programming game

CT
elements

Problem decomposition and

. Core mechanism
representation

Algorithm construction Rule challenge

Debugging Game objectives

It can be found that game-based programming has an impact
on students' problem decomposition ability, programming
concepts, logic and abstraction, operation and debugging.
Because the participants are beginners, the researchers
divided the game into seven levels in this study. The process
of problem decomposition was weakened. Therefore,
combined with the definition of computational thinking and
the specific content of Scratch programming game, this
paper mainly reflects the development of students' cognitive
and non cognitive level of Computational Thinking from the
three elements of algorithm, logical thinking and debugging,
in which the algorithm contains the basic algorithm
concepts, namely sequences, conditions and loops.

4. METHODS

4.1 Participants

The participants of this study were 36 nursing students from
a secondary vocational college in Nanjing, Jiangsu
Province, China. The participants were all girls, and they
were all programming beginners. Before the experiment, the
operation of office software was still taught on the
information technology course.

4.2 Instructional Design

The researcher conducted a three-week tutorial on the
Scratch programming game. In the teaching process, the
teacher's explanation is the auxiliary, and the student's
operation is the main. After explaining the basic game
interface, the teacher gives the students the task to break
through. The teacher assigned a total of 1-7 levels to pass.
With the progress of the course, the difficulty of
breakthrough is constantly upgrading.Figure 1 shows the
interface of the fifth level breakthrough interface.

.
E— '
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= ;
- > @ o]

Figure 1. Level 5 of Scratch game.

4.3 Measures and Tools

Combined with the definition of Computational Thinking
and the key dimensions of computational thinking, the
Computational Thinking test compiled by Korkmaz (2016)
is used in this paper. This set of test questions is based on
the basic concept of calculation and logic, grammar of
programming language. It consists of 28 single topics and is
suitable for students from Grade 5 to Grade 10. We have a
pretest and a post test before and after the teaching.

The computer programming self-efficacy scale was

adapted from Kukul & Karatas (2019) to evaluate the
programming self-efficacy of the experimental subjects.
The reliability coefficient for this questionnaire was 0.957.
The question "Do you like to play games" was used to

nn

divide students into three types: "like", "general" and "not
like". What’s more the computer basic ability test scores
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were used to divide the students' computer operation skills
level. According to the average scores, the students were
divided into low level group and high level group.

S. RESULTS

After the experiment, 36 valid questionnaires were
collected, and the collected data were imported into
SPSS.19.0 for data analysis. According to the research
problems of this study, the analysis results are as follows:

5.1 After playing the game, the results of Computational
Thinking Test improved significantly

First of all, in order to verify the impact of playing Scratch
programming game on  computational thinking
performance, a paired sample T-test was conducted on the
pretest and post test scores. The results showed that the
average score of computational thinking increased
significantly, and there was a significant difference between
pretest and post test (P<0.01), indicating that the overall
level of computational thinking improved after

playing Scratch game. Secondly, we continued to explore
how different elements of computational thinking were
improved. The algorithm dimension, logic dimension and
debugging dimension were tested by a paired sample T- test,
and the results were shown in Table 2. It can be seen that
students' algorithm performance, logic performance and
debugging performance have been significantly improved
after playing Scratch programming game(P<0.01).
According to the effect size (d), It was found that Scratch
programming game improved logical thinking most
obviously, followed by algorithm, and finally debugging.
This can be explained from the characteristics of Scratch
game. Beginners pay most attention to how to pass the game
when they play the game, so the training effect of
programming logic thinking is the most significant.
However, students can not master the programming
algorithm in a short time, and debugging errors need to be
completed on the basis of the algorithm

Table 2. Difference between pretest and post test of CT

Pretest Post test
Mean SD Mean SD T P d
CT 56.25 16.19 75.14 10.45 -6.77 0.000™
Algorithm 18.75 11.11 18.72 8.43 -10.49 0.000™ 2.12
Logic 21.81 8.96 39.03 6.19 -10.85 0.000™" 2.27
Debugging 10.42 5.65 16.39 5.43 -5.16 0.000™ 1.08
*p<.05.
**p<.01.

5.2 Playing Scratch programming game can effectively
improve programming self-efficacy

In order to accurately explore whether playing programming
games can improve students' programming self-efficacy, the
reliability analysis (alpha=0.096>0.9) KMO and Bartlett's
test (KMO=0.84>0.7) of the self- efficacy questionnaire
used in this paper were conducted. The results show that the
questionnaire has high reliability. Then, a paired sample t-
test was carried out on the pretest and post test results of self-
efficacy questionnaire, and the

results were shown in Table 3. As described in the table,
there was a significant difference in the scores of students'

programming self-efficacy between pretest and post test
(P<0.01). Due to the difficulty of programming, students
often have a fear of difficulties in programming, especially
for beginners. The results of this study show that Scratch
programming games can help students improve their
cognition of programming and increase their programming
confidence to a certain extent.

Table 3. Difference between pretest and post test of
programming self-efficacy

Mean N SD SE T P
Pretest 32.64 306 8.3/ 1.39 -
Posttest 3672 36 668  1.11 297 0.005
*p<.05.
%% p < 01,

5.3 The degree of game preference and computer
foundation will not affect the performance of
computational thinking

First of all, the degree of preference for game and
computational thinking post test results were tested. The
preference degree was divided into three levels, namely
"like", "not like" and "general". The results were shown in
Table 4. The relationship between the preference degree and
computational thinking performance was not significant.
One of the possible reasons is that the subjects are all girls,
and there is no great difference in their preference for games.

Table 4. The correlation between game liking and CT

Preference Post test
for game results
Pearson 1 .07
correlation
Preference Significance 71
for game _(double tail)
Number of 36 36
cases
Pearson 07 1
correlation
Post test Significance 71
results (double tail)
Number of 36 36
cases

Secondly, the computer skill level was divided into high
level group and low level group according to the average
score. A paired sample T-test was used to test the results of
the two groups. The results showed that there were
significant differences between pretest and post test of
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Computational Thinking Test of the two groups. In order to
further explore the influence of computer level on the post
test results of computational thinking, T-test was conducted
on the post test results of the two groups. Results were
shown in Table 5 and the level of computer had no
significant effect on the post test results of computational
thinking (P>0.05). This may be because Scratch
programming is a game based on block and does not need a
high level of computer operation.

Table 5. The correlation between computer level and CT

M SD T P
high level 76.50 10.40
low level 73.44 10.60 0.09 0.39

6. CONCLUSION AND DISCUSSION

With the advent of the era of artificial intelligence,
computational thinking is not a unique way of thinking in
the field of computer science, but has become a way of
thinking in all social fields. This requires reseraches and
teachers to shoulder the important task of cultivating
computational thinking, and constantly explore the methods
and strategies of cultivating computational thinking.

The results show that the game-based programming is an
effective method to cultivate computational thinking.
Besides, the results also show that the improvement of logic
is the most significant, followed by algorithm and
debugging. A study showed that Scratch users often produce
code with' code smells' such as duplicate blocks and long
scripts which impact how they understand and debug
projects (P. Rose, Habgood, & Jay,2020). Additionally,
debugging is to identify and repair errors when the algorithm
can not provide the expected solution, so debugging needs a
good algorithm foundation. Therefore, educators should
balance the entertainment and education of programming
games, and pay attention to the learning of sequence, loops,
conditionals and other algorithms. This study also explores
whether playing Scratch programming game can effectively
improve the secondary vocational students' programming
self-efficacy, and the result is positive. Scratch's graphical,
building block programming method shields the grammar
rules, algorithm structure and other learning obstacles,
greatly reducing the cognitive difficulty of students.
Therefore, to a certain extent, game-based Scratch
programming can improve the confidence of programming.
Finally, the study found that students' preference for the
game and computer operation skills will not affect the effect
of game-based programming to cultivate computational
thinking.

However, the cultivation of human thinking is a continuous

process. Limited by the research sample and cycle, the

conclusion of this study inevitably has some limitations.

Therefore, how to design the instruction and research of

computational thinking, and how to combine the proper

learning strategies with the subject are the problems worthy

of further study in the future.
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ABSTRACT

The purpose of this study is to explore the specific impact
of playing programming games on each dimension of girls'
computational thinking through playing Cat Eat Fish, a
game designed based Scratch. The results showed that
playing programming games can promote girl beginners'
computational concepts and perspectives, but the role of
playing programming games in promoting the girls’
computational practices did not be found.
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1. INTRODUCTION

Computational thinking (CT), a basic skill in the 21st
century, has been incorporated into K12 education and
higher education in many countries. According to Wing
(2006), computational thinking covers a series of thinking
activities in the field of computer science, specifically, it
refers to the use of basic concepts of computer science for
problem solving and system design. The dimensions of
computational thinking in this study are based on Brennan
and Resnick's definition (Brennan & Resnick,2012), in
which the concepts of computation include sequences,
repetitions, cycles, conditionals, and selection, the
computational practice is to solve practical computational
problems, and computational perspective involves the
attitude and perspectives of computational thinking.

It has been evidenced that the education of introductory
programming can be supported by playing games, but it
takes longer for girls to acquire the same computational
thinking skills as boys (Atmatzidou & Demetriadis,2016).
Playing games can promote students' understanding
computational concepts (Kazimoglu, Kiernan, Bacon, &
MacKinnon,2012). Some studies showed that playing
games can improve attitude toward computational thinking,
but others demonstrated that playing games had no effect on
computational perspectives (Zhao & Shute,2019).

There is an urgent need to explore whether playing games
can promote the computational thinking of beginners,
especially girls, and if the answer is yes, what aspects of
computational thinking can be advanced by playing

programming games. Thus, the research questions of this
study are as follows:(1) Which aspects of computational
concepts are more effective in playing games? (2) Can

playing games promote girls’ computational practice? (3)
Can playing games improve girls’ computational
perspectives? If the answer is yes, what dimensions of
computational perspectives would be improved?

2. METHOD

2.1. Participants and design

The participants were 48 secondary school students from
Nanjing Health School in China. They were all girls who
had no programming experience and the average age of
them was 16. The whole experiment lasted for 3 weeks.

2.2. Materials

2.2.1. Testing questionnaires

The Computational Thinking test (CTt; Moreno-Ledn, &
Robles,2018) were selected to measure students'
computational concepts. The testing questionnaire for
computing practice was selected from the International
Challenge on Informatics and Computational Thinking. The
Computational Thinking Scales (CTS; Korkmaz, Cakir, &
0Ozden,2017) was wused to survey computational
perspectives.

2.2.2. The Cat Eat Fish game

The game used in this study was designed based on Scratch
called Cat Eat Fish, in which students were asked to
combine the code blocks scattered in the code editing area
to make the cat eat the fish. It contained seven levels and the
one who took the least time and can successfully passes the
game won.

3. RESULTS

3.1. Which Aspects Of Computational Concepts Are More
Effective After Playing the Game?

The analysis results of the computational concepts scores,
presented in Table 1, revealed a significant difference
between pre-test scores and post-test scores. Cohen’s effect
size (d =1.39) suggested a large effect of playing the
programming game (Cohen,1988). Table 2 and Table 3
indicated that there were significant differences in the pre-
test and post-test results of sequences, cycles, repetitions,
conditions and selection, and the effect of cycles is the
largest.

Table 1. Results of paired t-test for girls’ computational

concepts.
Mean N SD SE t p
Pre-t 54.57 47 16.64 243 - 000
Post-t 74.04 47 1131  1.65 844 -

Table 2. Statistical description for each dimension of girls’
computational concepts.

Pretest Posttest

Mean SD Mean SD
sequences 15.74 4.30 18.72 2.20
cycles 18.51 5.61 21.49 4.65
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repetitions  7.66 4.65 14.04 4.38
conditions  4.47 3.79 9.04 3.99
selection 8.19 5.05 10.43 5.09

Table 3. Results of paired t-test and effects sizes for each
dimension of girls’ computational concepts.

t p d
sequences -4.95 0.000 0.92
cycles -3.33 0.002 1.72
repetitions -7.70 0.000 1.41
conditions -6.76 0.000 1.01
selection -2.33 0.024 0.44

3.2. Can Playing the Programming Game Promote Girls’
Computational Practices?

The results, shown in Table 4, presented that there was no
significant difference in the pre-test and post-test scores of
girls’ computational practices.

Table 4. Results of paired t-test for girls’ computational
practices.

Mean N SD SE t

t20.32479.17 1.34

Post-t 22.77 47 7.79 1.14 ~1-84 0.073

p_ Pre-

3.3. Can Playing the Programming Game Improve Girls’
Computational Perspectives?

A paired sample t-test was used to test the results of girls’
computational perspectives. The results, shown in Table 5,
presented that there were significant differences between
pre-test and post-test surveys. Table 6 and Table 7 showed
statistically significant differences in the means of
creativity, problem solving and critical thinking. From the
size of the effect, creativity (d=0.50) and problem-solving
(d=0.42) had a larger effect.

Table 5. Results of paired t-test for girls’ computational

perspectives.
Mean N SD SE t p
Pre-t 80.30 47 13.05 1.90 -
Post-t 87.47 47 12.12 1.77  4.52 .000

Table 6. Statistical description for each dimension of girls’
computational perspectives.

Pretest Posttest

Mean SD Mean SD
creativity 25.34 7.13 28.32 4.73
problem 17.87 5.16 19.89 4.47
solving
critical 17.28 4.65 18.34 3.22
thinking
algorithmic  19.81 5.17 20.91 4.25
thinking

Table 7. Results of paired t-test and effects sizes for each
dimension of girls’ computational perspectives.

t p d
creativity -2.88 0.006 0.50
problem solving  -2.52 0.015 0.42

critical thinking  -2.09 0.043 0.29
algorithmic -1.78 0.082 0.23
thinking

4. DICUSSION AND CONCLUSION

The results of this study indicated that playing

programming games can improve girls' computational

concepts in a short period of time, and it improves
girls' mastery of computational concepts such as
sequences, circulations, repetitions, conditions and

selection. Furthermore, the Cat Eat Fish game in this
study cannot promote girls' computational practices.
Girls' computational perspectives were significantly
improved after playing the Cat Eat Fish programming
game, especially creativity, problem-solving ability and
critical thinking ability, while the algorithm thinking
dimension of computational attitude was not
significantly improved. In practice, teachers can
design some simple programming games like Cat Eat
Fish to promote girl beginners to foster computational
thinking skills. Due to the short duration of this
study, future researches can further explore
whether  playing programming games for a long time
can improve the computational practices dimension
of girls’ computational thinking.

5. REFERENCES

Atmatzidou, S., & Demetriadis, S. (2016). Advancing
students’ computational thinking skills through

educational robotics: A study on age and gender relevant
differences. Robotics and Autonomous Systems, 75, 661-
670.

Brennan, K., & Resnick, M. (2012). New frameworks for
studying and assessing the development of
computational thinking. Paper presented at the
Proceedings of the 2012 annual meeting of the American
educational research association, Vancouver, Canada.

Cohen, J. (1988). Statistical Power Analysis for the
Behavioral Sciences. Journal of the American Statistical
Association, 31(334), 499-500.

Kazimoglu, C., Kiernan, M., Bacon, L., & MacKinnon, L.
(2012). Learning Programming at the Computational
Thinking Level via Digital Game-Play. Procedia
Computer Science, 9, 522-531.

Korkmaz, O., Cakir, R., & Ozden, M. Y. (2017). A
validity and reliability study of the computational
thinking scales (CTS). Computers in Human Behavior,

72, 558-569.

Roman-Gonzalez, M., Pérez-Gonzalez, J., Moreno-Leon,
J., & Robles, G. (2018). Extending th